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ABSTRACT
One fundamental challenge for the design of the interactive systems of the future is to invent and design environments and cultures in which humans can express themselves and engage in personally meaningful activities. Unfortunately, a large number of new media are designed from a perspective of viewing and treating humans primarily as consumers. The possibility for humans to be and act as designers (in cases in which they desire to do so) should be accessible not only to a small group of “high-tech scribes,” but rather to all interested individuals and groups. Meta-design characterizes activities, processes, and objectives to create new media and environments that allow users to act as designers and be creative.

In this paper we discuss problems addressed by our research on meta-design, provide a conceptual framework for meta-design, and illustrate our developments in the context of a particular system, the Envisionment and Discovery Collaboratory.
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1. INTRODUCTION
Cultures are substantially defined by their media and their tools for thinking, working, learning, and collaborating. A large number of new media are designed to see humans only as consumers. Television is the most obvious medium that promotes this mindset and behavior [33] and contributes to the degeneration of humans into “couch potatoes”—individuals for whom passive consumption dominates, and activity, both physical and intellectual, is limited [13].

Unfortunately, a consumer mindset does not remain limited to television; in many cases it is a model dominating our culture. In our educational institutions learners are often treated as consumers, which creates a mindset of consumerism for the rest of their lives [15, 23]. Citizens often feel left out of decisions by policy makers, denying them opportunities to take an active role. Computational media have the unique potential to let people be designers or to assist them to incrementally become designers. Unfortunately, most current computational environments do not allow users to act as contributors and designers [12].

A Chinese proverb says: “If you give a fish to a human, you will feed him for a day—if you give someone a fishing rod, you will feed him for life.” This saying can be extended by arguing that “if we can provide someone with the knowledge, the skill, and the tools for making a fishing rod, we can feed the whole community.” Meta-design characterizes activities, processes, and objectives to create new media and environments that allow users to act as designers and be creative. This can be compared with the objective in art that focuses on the artist as the facilitator of the creative experience for users. In our work, we have explored a set of concepts and ideas for meta-design that are summarized in Figure 1.

This paper first presents problems at a technical and cultural level that are addressed by a meta-design approach. Then a conceptual framework for meta-design is outlined, including a brief characterization of meta-design tools and environments and a process model supporting meta-design. The Envisionment and Discovery Collaboratory (EDC) serves as an example for a system instantiating designing “out of the box” and illustrating the needs and possibilities for meta-design approaches. A brief assessment section based on the work so far articulates some of the major challenges for the future.

2. PROBLEMS
2.1 Shortcoming of Closed Systems
Closed systems typically create a sharp separation between the creation and use of the system. Providing functionality of collaborative human-computer systems that is fixed when the system is created has important implications on how it will be used. However, designing a system that can sufficiently anticipate all possible uses in advance (that is, when the system is created) is an impossible task [20, 42]. An important attribute of real software systems is that 40 to 60 percent of a system’s cost over its lifetime is spent after the original system design is finished [7]. Sustaining the usefulness of software systems differs from the traditional concept of “maintenance” because beyond repairing
In purely technical domains, customizations, extensions, and applications to anticipate and provide for what users will need, the effort freely program their own applications. As has been shown time was eloquently advocated by Nardi [29]: through modifications is a “first class design activity.” That is, it modifications when the need arises. The evolution that takes place... of the overall maintenance efforts) involve enhancement activities. The needs for enhancements are noticed in most cases by skilled domain workers using these systems rather than by the system designers. In the domain of urban planning, SimCity [27] provides an interesting example of a closed system that exemplifies some of the problems encountered when attempting to design with these systems. Although SimCity provides some superficial kinds of modifications (such as changing the appearance of buildings in the city), most aspects of the simulation environment have been determined by the designers. For example, the only way to reduce crime in a simulated city is to add more police stations. It is impossible to explore other solutions, such as increasing social services. The functionality of the system was fixed when the system was created, so exploring concepts that were never conceived by the system designers is difficult. Because of its closed nature, SimCity may make be a good tool for education or entertainment, but it is inadequate for actual city planning tasks. To support city planning, a system such as SimCity would need to be extended to represent the various kinds of situations encountered in urban planning design tasks. Of course, it is possible to consider adding functionality to SimCity while maintaining its “closed” status, such as creating a new version. This does not address the fundamental problem with this approach, which is that activities and issues may arise that cannot be represented by the system. When closed systems lack the ability to evolve so that they can be modified to address unanticipated issues, they will inevitably be unable to cope with change and the possibly unlimited extensions that might arise in the design process. Open, evolvable systems address the limitations often associated with closed systems. Open systems allow significant modifications when the need arises. The evolution that takes place through modifications is a “first class design activity.” That is, it is important not only to allow people to design within a domain, but to be able to design modifications to the current realization of the domain when necessary. The need for open, evolvable systems was eloquently advocated by Nardi [29]: “We have only scratched the surface of what would be possible if end users could freely program their own applications... As has been shown time and again, no matter how much designers and programmers try to anticipate and provide for what users will need, the effort always falls short because it is impossible to know in advance what may be needed... End users should have the ability to create customizations, extensions, and applications...” [p. 3] In purely technical domains, Open Source Software [30] has emerged as an interesting example of successful open systems. Powerful tools such as the Linux operating system and the Apache Web server have become both useful and reliable in large part because of the evolutionary contributions of a large community of motivated developers. In Open Source Software, the source code for a computer system is available to a broad group of individuals, often anyone interested in obtaining it. Because developers can modify the source directly, they can make changes to the systems and, assuming they have the adequate motivation and technical competency, they can extend a system to fit their unique problems. Open Source Systems have also been encouraged by the development of the Internet and the Web, making it much easier for widely distributed communities to share their extensions. Open Source Software gives developers the power they need to extend systems. Creating open systems for non technical domains is an important challenge. Open systems have been successful when technically oriented people create technically oriented software, but it is also important to support users not motivated simply by technology in domains that do not involve the creation of technical artifacts.

2.2 The Consumer Mindset
Supporting people in taking an active role in the design processes that shape their lives implies that people wish to engage in this activity. Having a desire to become involved in the design activities that shape your life, ranging from participating in neighborhood planning groups to becoming active in knowledge sharing communities, requires having the motivation to take part in such activities. One of the critical preconditions for this motivation is a cultural mindset in which participation plays a major role. In short, taking an active role in design needs to be supported by the creation of a “designer mindset.”

Although new technologies have the potential to move beyond the paradigm of consumption, many new technologies have adopted a similar role. Even the Web, which has been a successful medium in allowing anyone to distribute their own content, is based on a consumer mindset. Typically, someone will create a Web site and publish (or broadcast) this site to the world. People browsing the Web can receive this content, but they can rarely change the content provided. Personalized information has become more common recently, giving viewers more control over the information presented, but users still consume most information, and producing new information is limited. It is not surprising that a term such as “Web surfing” is similar to the television-oriented “channel surfing.”

To create designer mindsets, one of the major roles for new media and new technologies is not to deliver predigested information to individuals, but to provide the opportunity and resources for social debate, discussion, and collaborative knowledge construction. In many design activities, learning cannot be restricted to finding knowledge that is “out there.” For most design problems (ranging from urban design to graphics design and software design) that we have studied over many years, the knowledge to understand, frame, and solve problems does not

<table>
<thead>
<tr>
<th>Concept</th>
<th>Implications</th>
</tr>
</thead>
<tbody>
<tr>
<td>convivial tools</td>
<td>allow users to invest the world with their meaning and to use tools for the accomplishment of a purpose they have chosen [24]</td>
</tr>
<tr>
<td>domain-orientation</td>
<td>bring task to the forefront; provide time on task [11]</td>
</tr>
<tr>
<td>open, evolvable systems</td>
<td>put owners of problems in charge [18]</td>
</tr>
<tr>
<td>underdesigned systems</td>
<td>create seeds and constructs for design elaboration at use time [14]</td>
</tr>
<tr>
<td>collaborative work practices</td>
<td>support design communities and the emergence of power users [29]</td>
</tr>
</tbody>
</table>

Figure 1: Concepts of Meta-Design
exist; rather it is constructed and evolved during the process of solving these problems, exploiting the power of the “symmetry of ignorance” [39] and “breakdowns” [17, 40]. From this perspective, access to existing information and knowledge (often seen as the major advance of new media) is a very limiting concept [2, 5, 32].

3. CONCEPTUAL FRAMEWORKS FOR META-DESIGN

Our belief is that providing the opportunity for people to become designers is both important and rewarding. People have incredible capabilities when they adopt a designer role, and, under the right circumstances, people want to be and act as designers. In this context, “design” is a broad notion that involves activities in which a person wishes to act as an active participant and contributor in personally meaningful activities. Of course, not everyone wants to be a designer, we are not designers all the time and in all contexts. However, when people have the need and desire to participate in a design process, we must provide contexts in which they can be designers. Illich [24] (sharing this premise) has articulated the need for convivial tools and systems, which he characterized as follows: “convivial tools allow users to invest the world with their meaning, to enrich the environment with the fruits of their vision and to use them for the accomplishment of a purpose they have chosen” (emphasis added). Convivial systems encourage users to be actively engaged in generating creative extensions to the artifacts given to them and have the potential to break down the strict counterproductive barriers between consumers and designers. What are the challenges involved in designing tools that support people in their design activities?

3.1 Design Time and Use Time

The need for meta-design is founded on these observations: design problems in the real world require open systems that users can modify and evolve. Because problems cannot be completely anticipated at design time (when the system is developed), users at use time will discover mismatches between their problems and the support a system provides.

One of the fundamental problems of system design is how to write software for millions of users (at design time), while making it work as if it were designed for each individual user (who is known only at use time) [16]. Figure 2 differentiates between two stages in the design and use of a system. At design time, developers create systems, and they have to make decisions for users for situational contexts and for tasks that these designers can only anticipate. For print media, a fixed context is decided at design time, whereas for computational media, the behavior of a system at use time can take advantage of contextual factors (such as the background knowledge of a user, the specific goals and objectives of a user, the work context, etc.) known only at use time. The fundamental difference is that computational media have interpretive power: they can analyze the artifacts created by users and the interaction patterns between users and system, and they can support users in their articulation of additional contextual factors.

![Figure 2: Design and Use time](image)

3.2 The Spectrum of Meta-Design Tools

It is fair to wonder why current interactive programming environments, such as Lisp, Logo, and Smalltalk, are not ideal for supporting this meta-design. After all, these tools provide the ultimate level of openness and flexibility. For example, Squeak [25] is an Open Source implementation of Smalltalk written entirely in itself. As a general-purpose programming language, it is capable of representing any problem that computers can be used to solve. As an open system, any user can change any aspect of the system if necessary, allowing for unlimited extension.

Although systems such as this are useful as computational substrates, by themselves they are insufficient for meta-design. The essential problem with these systems is that they provide the incorrect level of representation for most problems. Expressing a problem and designing a solution in these systems requires creating a mapping from the context of the problem to the core constructs provided by the programming language and its supporting library.

On the other side of the spectrum, domain-specific tools such as SimCity provide extensive support for certain problem contexts. SimCity 3000, the latest in the SimCity series, has mechanisms to construct and manipulate many parameters of a city. Users can manipulate zoning (determining the purpose for which a specific plot of land should be used), finance, transportation, electricity, water, even sanitation (sewage and garbage disposal). However, as we discussed previously, the ability to extend these environments is often limited. SimCity provides some mechanisms for change with the SimCity Urban Renewal Kit (SCURK, now known as the Building Architect Tool, BAT). SCURK and BAT allow users to change the appearance of buildings, but these changes are limited to on-screen appearance. The behavior and semantics of the buildings remains unchanged. If the system provides all the necessary capabilities to design an artifact, then a closed domain-specific tool may provide adequate support for certain design activities but not others. Even minor incremental changes may not be possible in these systems.

Many systems fall between these two extremes. Domain-oriented design environments (DODEs; described in detail below) are tools that allow users to construct artifacts within the confines of a specific domain. Users can construct new designs, modify existing ones, and extend the underlying domain framework. Microsoft Word provides a great deal of support for creating and manipulating documents. It also provides mechanisms for extending the existing functionality of the system. Agentsheets [36, 37] is an end-user simulation programming tool that combines the concepts of autonomous computational entities
(agents) and the metaphor of the grid (spreadsheets). Users create and program agents that interact within a grid-based environment. Thus, AgentSheets provides a high degree of programmability while attempting to remain domain-neutral, being capable of representing tasks that can be modeled using a discrete grid.

Because evolution happens at the hands of the users, there must be mechanisms that allow users to make necessary changes. This implies that a system is open, so that modifications are possible, and that there are extension facilities that make extension capability available to designers without making a significant leap from domain work.

Eventually, it will become necessary to do a significant reconceptualization of the system, or reseeding. There are many reasons why reseeding is necessary, including the possibility that some incremental changes may point out fundamental limitations in the seed, managing and combining many incremental changes may be difficult, and some incremental changes may make future changes more difficult. Reseeding is a complex process by which a group of people must take stake in the current system, synthesize the current state of the system, and reconceptualize the system. The result of the reseeding process is a new system that can serve as the basis for future evolution. The cycle of evolution and reseeding continues as there are people actively using the system to solve problems.

The SER model can be used to understand how meta-design activity can take place. Open Source Software development follow the patterns detailed in the SER model. When designing and understanding Open systems, an understanding of the lifecycle of a system can be informative in determining what is important, and is thus a rubric for meta-design. A seed must provide the facility for people to design artifacts within a domain, but must be able to evolve over time. The system evolves as new situations reveal themselves and the system is extended or refined to handle these new situations. Incremental evolution cannot happen forever and it will be necessary to reconceptualize a system to create some order to the emergent changes and to facilitate future extension to the system.

Decentralizing evolution [38] is an important goal, but it also may present serious difficulties. When people make incremental modifications in their own contexts, these changes may not work with the changes made by others in different contexts, making sharing difficult. Keeping track of a large community so that different people don’t come up with similar changes that are incompatible with each other is difficult. In Open Source Software, there is typically a centralized authoritative version of a system. Contributions to this core version are managed by a gate-keeper, either an individual or group. This centralized integration helps reduce the likelihood of incompatible changes. Determining whether an incremental change should become a “core” part of a system must be decided by some group of people, raising an issue about who controls a system. Open Source projects tend to have one project leader (or a small group of leaders) who have the ultimate say over what is a “central” part of a system. One might assume that this would lead to a totalitarian control over evolution, but this is rarely observed. Often a core group of motivated individuals will discuss changes. If they are pleased with the extensions (and adopt the extension themselves) there is a good chance that they will become a core part of the system. Sometimes, new situations will reveal situations in which incremental modifications are impossible, requiring a paradigm shift. In all of these cases, the community must make a conscious effort to reseed a system to address these major concerns. Determining who should be involved in this reseeding and how it should take place is an important and sensitive issue.

![Figure 3: Spectrum of Design Tools](image-url)

Figure 3 briefly summarizes the spectrum of tools that can be used for meta-design (similar classifications can be found in [26], [29], and [37]). Increasing domain specificity allows environments to provide greater support in solving problems within a given context, but limits the scope of the context that can be explored. Increasing the facilities for extension allow users to modify an environment to fit a new context, but extending the environment involves an ever-increasing gap between the context in which the design is taking place and the ability of a system to represent that context. It is apparent from analyzing the spectrum of design tools that no single point on the spectrum is ideal for all contexts. Therefore, being able to move smoothly along the spectrum is an important aspect of supporting meta-design.

### 3.3 The Seeding, Evolutionary Growth, Reseeding (SER) Model

In the context in which designers can create and extend a system over time, it is valuable to understand how a system is transformed over time. We have developed the seeding, evolutionary growth, reseeding (SER) model to help explain how meta-design systems can be understood [14]. The SER model helps explains how open systems can develop over time.

In the SER model, system developers and users (see Figure 2) develop an initial seed, which is a first attempt at creating a tool to support work within a specific domain. An important aspect of this seed is that it is designed to be extended. Because it is impossible to capture any design activity completely, the seed must be able to grow through use. In this way, a seed can be initially underdesigned [4], meaning that at design time the environment designers do not create final solutions but rather design spaces that can be changed and modified by domain designers at use time. As the seed is used for real design activity, it goes through a period of evolutionary growth in which the designers make incremental modifications to the system over time.

Part of an important aspect of supporting meta-design is that no single point on the spectrum is ideal for all contexts. Therefore, being able to move smoothly along the spectrum is an important and sensitive issue.
A closer analysis of the SER framework also points out some challenges that must be faced in understanding meta-design activity. In a closed system, the evolution and reseeding of the system is not a core activity in the system. Effectively supporting both of these activities is difficult. If we want to design things, extending the substrate in order to design what we want is not likely to be the highest priority for designers. If the extension process is sufficiently off-task, time-consuming, and difficult, designers are unlikely to be motivated to make modifications. Reseeding may prove to be an expensive and time-consuming process in which individuals or groups spend effort in redesigning or reconceptualizing the system. Again, if this task is sufficiently time-consuming or off-task, people will be unwilling to participate, but without their participation a system may reach a point at which it is no longer sustainable. In Open Source projects, evolution and reseeding occur naturally because there is large overlap between the community of developers and users. Tools change because the members of the community both extend and use the tools in their daily work. It is harder to see examples of successful systems where all the users are not developers. In meta-design, it is valuable for users to engage in design activities, but not all these activities necessarily require software development. Supporting meta-design in communities where the design of software itself is not the core activity is an important challenge.

3.4 Macros and Embedded Languages

Users are most likely to become designers when they are creating personally and socially meaningful artifacts. Meta-design activity that is embedded in the context of creating artifacts has the potential to capture changes as they are encountered in actual work. The meta-design capabilities of Microsoft Word provide an excellent example of this. We have written macros to help fix common typing errors (such as transposing two characters) and insert email into documents by erasing the superfluous line breaks inserted by most email programs. These extensions represent the nature of incremental modifications that meta-design must support. Both were motivated by authentic, frequently occurring problems that Word does not handle well. The extensions themselves are created partially through direct manipulation (through Word’s macro recording system) and partially by learning Visual Basic for Applications, the extension language embedded in Word.

These examples also point out the challenges that systems supporting meta-design must face. Our empirical observations and studies have demonstrated that meta-design requires more than just technical facilities. Users will not realize a need to extend a system until an activity in which they engage illustrates a limitation of the system, and one that the user is sufficiently motivated to overcome by abandoning the current task to make the necessary modification. Extending open systems will not take place within the first few days or weeks of using them, but requires the long-term use of systems by owners of problems. We do not expect all users to become end-user programmers or to be interested in making radical changes to systems. Their contributions will depend on the perceived benefit of contributing, which involves the effort needed to make changes and the utility received for effecting changes. Few users take advantage of the end-user modifiability components provided by environments such as Microsoft Word, and even fewer users engage in exchanging their extensions with others. It is very easy to make a macro that you cannot share with others because it (invisibly) depends on some local situation that isn’t true on others’ systems. Tracking how a modification has changed over time is extremely challenging. Other communities (such as the Open Source community [34] and Web-based community of practice [10]) are better success examples to be analyzed for meta-design.

3.5 Domain-Oriented Design Environments

The most promising way to provide opportunities for a “designer mindset” [13] is to allow learners and workers to engage in design activities by creating environments supporting them in making external artifacts that they can reflect upon and share with others. Over the last ten years we have built a large number of different domain-oriented design environments [11] that support collaborative activity within a specific domain. DODEs support mechanisms such as constructing artifacts relevant to a specific domain, critiquing these constructions, accessing catalogs of existing designs, linking to contextualized argumentation, and extending with end-user modifiability capabilities. DODEs can be used not only to instruct and assist novice designers, but also to support designers at all levels of expertise.

DODEs support meta-design by allowing users to work on tasks within a specific domain, rather than working on pre-defined or fixed tasks. Critics [17] help uncover breakdowns, by activating relevant information and providing a context for extension. They also demonstrate challenges that make meta-design (and the SER model) feasible and workable. DODEs need to be extended by domain designers (end-users with respect to computational media) who are neither interested in nor trained in the (low-level) details of computational environments. Domain designers are more interested in their design task at hand than in maintaining and evolving knowledge repositories per se. At the same time, important knowledge is produced during daily design activities that should be captured.

Our work on programmable design environments [8, 19] is an attempt to increase the meta-design components of design environments. Programmable design environments are based on the objective to make software more “soft”: that is, they empower end-users to act as designers by changing and extending the behavior of a given application without substantial reprogramming. Rather than just providing illusory and selective power, they give domain designers the expressive range needed to augment, personalize, and rethink existing systems.

3.6 Related Work

The necessity to overcome the limitations of closed systems and to empower users to become designers has been recognized not only as a desirable goal, but as a necessity in many situations: effective design involves a co-evolution of artifacts with practice. Alexander [1] identified two cultures in design: self-conscious and unself-conscious. In self-conscious design, the construction of a solution is governed by explicitly represented rules and principles requiring the anticipation of the solution at design time (see Figure 2). In unself-conscious culture of design, users will experience breakdowns by recognizing “bad fit” at use time. The knowledge leading to these breakdowns is “tacit” [42], and therefore difficult for users to communicate (at design time) to those who design the artifact. Meta-design allows users to extend the results of self-conscious design activities at design time with
unself-conscious design at use time. These observations drawn
from the domain of architecture have parallels to the design of
interactive systems—because buildings will be modified many
times, they should be designed with unanticipated future changes
in mind [4].

In the design of interactive systems, the Button system [26]
represents an early attempt to create support for meta-design
activities and it started with the same premise as the work
presented here, namely, that “it is impossible to design systems
which are appropriate for all users and all situations.” Another
similarity consisted in emphasizing that to encourage consumers
to become designers needs more than technology: it requires a
culture within which users feel in control and have a designer
mindset.

Nardi [29], in her book “A Small Matter of Programming —
Perspectives on End User Computing,” provides an ethnographic
perspective on social and cognitive dimensions of computer use
(using spreadsheets and CAD systems as examples). Over the
years, we have been especially intrigued by her observation of
collaborative work practices that develop around high-
functionality applications [16], leading to power users and local
developers. These emerging professional roles make meta-design
approaches more feasible because they indicate that design
cultures can develop without requiring every user to become a
sophisticated designer in all domains.

Henderson and Kyng [22] provide a convincing argument that
“design as a process is tightly coupled to use and continues
during the use of the system.” The Problem section above
provides evidence that this is a necessity rather than just a luxury,
and the SER model provides a conceptual framework of how this
might happen, specifically in the context of domain-oriented
design environments. The Open Source movement represents a
success model of design-in-use by computationally sophisticated
communities.

4. THE ENVISIONMENT AND
DISCOVERY COLLABORATORY

The Envisionment and Discovery Collaboratory [2] is a
conceptual framework for supporting collaborative design
activities. The EDC combines physical and computational
representations to support both face-to-face and distributed
collaboration. A primary goal of the EDC is to explore complex
problems by encouraging users to engage in design activities.

At the heart of the EDC are two tightly coupled and highly
interactive components that facilitate group interaction. Based on
the theoretical paradigm of supporting reflection-in-action [40],
these components are called action and reflection space. In the
action space, users manipulate a shared, tangible representation of
a problem being constructed. In the reflection space, information
relevant to the problem is collected, presented, and extended.

Figure 4 gives a few glimpses of the EDC environment by
demonstrating some uses of the environment in the context of
urban transportation planning. The core activity in this specific
EDC application is the design of alternatives to the current mass-
transportation system. Groups of users meet around a horizontal
touch-sensitive interactive surface that serves as the EDC action
space. In the leftmost pane of Figure 4, we can see how activity
takes place around the action space. Users place physical objects
that represent aspects of context being described. In this example,
a user places a red brick (representing a shopping center) on the
board. Other objects include the tree in the upper left
(representing a park) and the yellow square in the lower left
(representing a home). The touch-sensitive computational
whiteboard serves as the interface between physical and
computational representations. As users place objects, the
underlying computational model is simultaneously updated and
projected onto the horizontal surface. This tangible representation
helps users to become designers by simplifying the construction
process. Users can model a neighborhood quickly and easily by
placing appropriate objects on the board. Since the representation
is shared, groups of users can work together face-to-face to
collaboratively model a specific problem of mutual interest.

The second pane shows a more advanced stage in the
construction. Here, a user “draws” a road into the neighborhood.
As the user draws, the computer representation makes dynamic
changes based on what the users do. The road bends when the
user draws a right-angle turn, and the system creates an
intersection when two roads cross. This is a simple example of the
importance of an active computational representation. The
computer model aids design by managing constraints, performing
simulations and calculations, and visualizing the ramifications of
decisions. The computer simulations enhance the design process
by increasing the “talkback” of a model [28], modeling the
situation and trying to highlight salient features in the context of
the current problem.

In the third pane, the map that serves as a backdrop for the model
was retrieved from a database of aerial photographs. Also
retrieved from the database was a computer model of the same
location. When users ask to model a particular location, this
previous computer model and aerial photograph are combined and
presented in the action space. This provides a prime example of
how information relevant to a problem can be activated and
integrated into a situation. Since design problems can potentially
activate a huge amount of information, presenting relevant
information in a contextualized way helps the users solve the
particular design task in question. The tight coupling of the two
spaces—actions in the action space can trigger new information in
the reflection space, information in the reflection space can be
manipulated in the action space—is an important feature.

The interactive experience of the EDC is more than the sum of its
parts, making a static, textual description of the dynamic
environment quite difficult. A more comprehensive demonstration of the system is available on our Web site [3]. Exploring this example domain in greater detail helps to explain how the various pieces fit together. As the stakeholders manipulate the shared representation, the computational substrate performs various analyses of the current construction. It can simulate phenomena, such as buses traveling along their routes and people boarding and leaving the buses at the bus stops, and visualize this through the computational display projected onto the action space. Computational mechanisms can analyze the current construction and activate information that might be relevant to the current problem. For example, if people choose to take their cars instead of waiting for the buses, the system can flag this as an issue that the participants should address and activate information related to that problem.

It is instructive to look in detail at some of the features of the EDC that exemplify meta-design principles.

Conviviality. An important design principle behind EDC applications is creating situations in which people wish to participate. We directly support face-to-face collaboration because the participation of various stakeholders is a critical element in framing the problem [40]. For example, a neighborhood transportation issue cannot be adequately discussed without the input of neighbors. The tangible representation (utilizing the physical objects) gives a shared space with boundary objects [41] which are understandable, modifiable and extensible by all stakeholders. By focusing on problems that are important to a community, the EDC encourages people to shape the decisions that affect their daily lives. Through our initial explorations of some domains, we have observed that supporting authentic problems is difficult. This is an example of the challenge of undersigning the seed for a system. Supporting personally meaningful activities requires creating an initial model that makes the realizations of these problems possible. It is not enough to provide physical objects and simulations that can model a single problem; the tools must be able to help construct new problems, requiring adequate domain support. Determining what amount of support is enough and how the community can help define the important features are difficult questions.

Domain-orientation. Like any other domain-specific system, individual EDC applications support discussion around a class of related problems. The example illustrates the domain of urban planning and mass transportation, which we have explored in some depth. Other domains we have explored include flood mitigation and designing spaces for learning activities (from rooms to buildings; for details, see [3]).

Domain specificity in the EDC comes in the form of physical objects, simulations, and supporting information, which are all designed for the domain in question. In the urban transportation domain, there are physical objects that represent appropriate objects such as houses, parks, schools, and shopping centers. The computational simulations can model phenomena such as bus routes and traffic flow. Supporting information includes local newspaper articles, relevant maps, and information about trade-offs (such as individual car traffic versus public transportation).

By focusing on collaborative representations, the domain-specific elements take on a different meanings than they might in another domain-oriented system. The construction is collaborative so there should be some shared understanding among the people constructing a problem. Face-to-face interaction is meant to help make people’s tacit assumptions explicit. The relationship between personally meaningful and shared domain-specific representations remains an interesting open issue.

Open systems. To successfully model problems that are meaningful to individuals and communities, there must be opportunities for people to express themselves within the system. The EDC provides different avenues that allow people to contribute in different ways. Collaborative constructions are made quickly with the physical objects, supporting rapid creation of new situations and manipulation of existing ones. Some domain-specific features (such as surveys) can help specify information about a problem. In the urban transportation domain, neighbors can fill out a survey indicating their transportation preferences, and this information can be used to influence the behavior of the computational simulation.

The computational substrates themselves are also designed so that they can be modified when necessary. Our first EDC models have used the AgentSheets simulation environment [36] because of its extension capabilities. Users can add new objects to a simulation. The Visual AgenTalk programming language provides a interactive graphical means to change the behavior and interaction between objects. For example, Visual AgenTalk can help specify if two objects are too close together, and flag a problem if this is true. Information about a problem can be captured and extended by means of dynamic information spaces. For example, DynaSites [31] is a system for building dynamic Web sites, including features such as threaded discussions and extensible glossaries. In one EDC application, issues raised in the computer simulation were linked to threaded discussions in DynaSites. This created a link between face-to-face discussions and the persistent discussions that can be captured in an information space.

Adequate technical infrastructure that makes change possible is important but only part of what is necessary. Although changing many different aspects of the system is possible, not all changes are equally easy. Users can quickly create new situations with physical languages, but changing the mechanics of the simulation by programming in Visual AgenTalk requires much more time and understanding of the system. Although such programming is likely easier than re-programming a model in Lisp or Smalltalk, it still requires a knowledge of the system that a user may not have (or wish to acquire.) Like many systems [26], the EDC aims to provide a gradual transition between different kinds of changes, and provide new opportunities for extension when the need arises. Supporting these changes in the context of EDC activity is challenging. It is unlikely that all changes will be equally easy (or time-consuming), so the process of dealing with changes must be built in to the whole problem-solving process. Creating this culture where changes are a part of the process is a worthwhile goal.

5. ASSESSMENT

An important technical challenge for meta-design environments is to capture the informal, situated problem-solving episodes that real people generate in solving real problems. Formal processes have difficulties anticipating or capturing such episodes. Following, we will briefly articulate some of our experiences attempting to support meta-design.
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Meta-Design is Hard. Unfortunately, the potential for conviviality exists in many current computer systems only in principle. Many users perceive computer systems as unfriendly and uncooperative, and they view their use as too time consuming; they spend more time fighting the computer than solving their problems. Many users depend on specialists (“high-tech scribes”) for help, and despite the fact that they deal with “soft”ware, they do not experience software as “soft” (i.e., the behavior of a system cannot be changed without reprogramming it substantially). The world of computing is separated into a population of elite scribes who can act as designers and a much larger population of intellectually disenfranchised computerphobes who are forced into a consumer role.

Beyond Binary Choices. In spite of our arguing for the desirability for humans to be designers [13], it should be stated explicitly that there is nothing wrong with being a consumer. We can learn and enjoy many things in a consumer role (e.g., listening to a lecture, watching a tennis match, or attending a concert). It is a mistake to assume that being a consumer or being a designer has to be a binary choice. It is rather a continuum, ranging from passive consumer, to active consumer, to user, to power-user [29], to domain designer, to system designer, all the way to meta-designer (see Figure 5, illustrating this fine-grain division of labor among software users). Problems occur when someone wants to be a designer but is forced to be a consumer, or when being a consumer becomes a universal habit and mindset that dominates a human life completely.

<table>
<thead>
<tr>
<th>Consumer</th>
<th>Designer</th>
</tr>
</thead>
<tbody>
<tr>
<td>passive consumer</td>
<td>active consumer</td>
</tr>
<tr>
<td>active consumer</td>
<td>end-user</td>
</tr>
<tr>
<td>user</td>
<td>power-user</td>
</tr>
<tr>
<td>domain designer</td>
<td>system designer</td>
</tr>
<tr>
<td>system designer</td>
<td>meta-designer</td>
</tr>
</tbody>
</table>

Figure 5: Multiple Roles in the Consumer/Designer Spectrum

Extending Meta-Design to Design for Design Communities. Design (as exemplified by the EDC) is a domain requiring people to think, work, and learn in conjunction or partnership with others and with the help of culturally provided tools and artifacts. A fundamental future challenge for meta-design is to create environments that not only support individual users as designers, but support design communities. Although creative designers are often thought of as working in isolation, the role of interaction and collaboration with other individuals is critical [9]. The predominant activity in designing complex systems is that participants teach and instruct each other [20]. Because complex problems require more knowledge than any single person possesses, it is necessary that all involved stakeholders participate, communicate, and collaborate with each other. Project complexity forces large and heterogeneous groups to work together on projects over long periods of time. Designers generally have a limited awareness and understanding of how the work of other designers within the project—or in similar projects—is relevant to their own part of the design task. The large and growing discrepancy between the amount of such relevant knowledge and the amount any one designer can possibly remember imposes a limit on progress in design. Overcoming this limit is a central challenge for developers of systems that support collaborative design. An specific objective in our current work on meta-design is to enrich our environments by putting more knowledge into the world in the form of externalizations, oeuvres, and sharable artifacts [6].

Motivation and Rewards. An important nontechnical challenge for meta-design is to take motivation seriously. There must be an incentive to create social capital [35] by rewarding stakeholders for being good citizens by contributing and receiving knowledge as a member of a community. Computational support mechanisms are necessary prerequisites, but not sufficient conditions to motivate people to become part of a “design culture.” People must be motivated and rewarded for investing time and effort to become knowledgeable enough to act as designers [21]. These rewards may include (1) feeling in control (i.e., independent from “high-tech scribes”), (2) being able to solve or contribute to the solution of a problem, (3) mastering a tool in greater depth, (4) making an ego-satisfying contribution to a group, (5) and enjoying the feeling of good citizenship to a community [35].

6. CONCLUSIONS

The true contribution of computational media might be to allow all of us to take on or incrementally grow into a designer role in areas that we consider personally meaningful and important.

Meta-design is impossible in communities in which most members regard themselves as consumers. Consumers must evolve into power-users [29] and co-developers [22] who use artifacts and at the same time modify and extend them. A strict separation between these two groups is undesirable and unproductive. One of the major potentials of information technology is giving people the option to become designers by changing and enhancing a software system. One of the major contributions that information technology can lend to the world is to deeply understand and exploit the potential of the malleable nature of software.

Individuals acting as designers must acquire a new mindset—they are no longer passive receivers of knowledge, but instead are active researchers, constructors, and communicators of knowledge. Knowledge is no longer handed down from above, but instead is constructed collaboratively in the contexts of work. The foremost objective of meta-design is empowering humans (albeit not all of them, not at all times, not in all contexts) to be and act as designers.
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